Problem (A)

### 673 - Parentheses Balance

You are given a string consisting of parentheses () and []. A string of this type is said to be *correct*:

(a) if it is the empty string

(b) if A and B are correct, AB is correct,

(c) if A is correct, (A) and [A] is correct.

Write a program that takes a sequence of strings of this type and check their correctness. Your program can assume that the maximum string length is 128.

**Input**

The file contains a positive integer *n* and a sequence of *n* strings of parentheses () and [], one string a line.

**Output**

A sequence of Yes or No on the output file.

**Sample Input**

3

([])

(([()])))

([()[]()])()

**Sample Output**

Yes

No

Yes

Problem (B)

### 11044 - Searching for Nessy

In July 2003, the BBC reported an extensive investigation of Loch Ness by a BBC team, using 600 separate sonar beams, found no trace of any ¨sea monster¨ (i.e., any large animal, known or unknown) in the loch. The BBC team concluded that Nessie does not exist. Now we want to repeat the experiment. Given a grid of ***n*** rows and ***m*** columns representing the loch, 6![$ \le$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=)***n***, ***m***![$ \le$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=)10000, find the minimum number ***s*** of sonar beams you must put in the square such that we can control every position in the grid, with the following conditions:

* one sonar occupies one position in the grid; the sonar beam controls its own cell and the contiguous cells;
* ![2.gif](data:image/gif;base64,R0lGODlhCgG+APcAAAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///ywAAAAACgG+AEAI/gD/CRxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFiAAmAmDEsaPHjx43ghz5USTJkxklpsSoUqPLljBZxhy4EqLJkyNv4iy5k2TNhz8dBmU4lOhLmUhtHqWpsWdOpyB1QpXqlGpPqzixZoXKk2tHrSi9fl0qsOhCsD59ArCK9qlYRm2jvo3bVSzdkG/h5jWrMCjfhHe/7h08l7DXwBwR6y3M2C7Zf38RKp5s+HDlqZcxN7Y893Hkg5Q3cw2NNzFVxKRLw5WaWrBpuZ1nll1Lu7bt27hz697Nu7fv38CDCx9OvLjx47gNflaeuWrzq8+3itZsN7p0xwWXZ7cedrpz7ztb/lPnXB18eOVNzV8nz360+u7l47cfPxq9yucb17qV7/79/vmJrfZff/wFqN+AU9mHEXdp+YfgdwBC5yBsBUJ4GHMT1hVheM3px1aGqm24HoEiooRhhRKiyCGIrpXYoIoj0idjVSe6+GCKNlKYY4gk9jgjjvXJBhl+Auroo4VHAonkjyuimN9pe3nG4I1N7sgjk/BZ2aKWAcaWVFlTGolllq91qWGSMRa52JVLtqkkjUKK52aVaKb5Jp1jvsjlmhfG+VhD2hEk5514EmrneUIC+qdR2S16VnowkpmnmHNm5WhflwKmoFKJEhXmmZOCWqmJnT5aKqaN3seimX1+KdSp/5rCKlmms/qpaqR6Bumqorsy2qupv6LqaqA0fcrmVbSCJquyy24KVLLOQgbpnoMWamiuoYp6LbZwDjvtkSYdeKy15B4q6ajcbkulpbYuuCqfdZ6rrrblyltvuoh6eyu1xm75lbiU3nsjbfjaSfC6pOrrLq4IF2yvuQ5H3PDEAefLqaDfZjsuxBJX/PDHHdPLMcUlRQtov6zGG/LGK/urscvokhyScsjVbPPNOOes8848B2eyp+B5KDPM84rccsr/wot0zJQKPXRiP5+FstJMG310tSN7DPLTcNWoMtdYb6012FOHfXTX271rNtlyAcwy2wyPDXerxapd9t1xWz331/5yR+X1j07r3bfghL89uOGHEx044iXHiXfejEdOdNaFT0655FA7bvfmkFt+9tqJL42s5p2LLnDAB4dONbmpY7766ZVnPuzj/HLOd+yvX+65T55Bm+rCtZcOeuPBxlp8rRg3+7tNtN++O9i+J388sxdVb/312Gev/fbcd+/99+CHL/745BvPvO26Xqz+q8pLvz7700dLLJjoJ9g+U/Ev/+z9ZUWPv/tAaZ798gdAXhHwf+8zYAJ9hcAA1q9bCwTW/g7YP/5Jy4J+yVjVXDe/C1KwgyD0XwUp6MEGCkWAG3xe6IbHwbL1bl/gCpfqWKjCFj6waDNr1/lU1Loa2lB4KP7EoQ/HokMHli53YsMdaoIIOw6+EHjOG6LpdDfFzzGRimhT2A6Dx8UoItGKN7TYBE14sjBikTUyXGGH0vjDkLBRill8HwivmMRj9VCK1brjF6mkx8k8cYte3OMMUUbDKoIRO1o0YhdfZsinFVKQSoxSEU9oxjrCcYmVPCS1otYXOmrSi48MpQv1R8kjinJVpzTlKAtYRlVm0pGe3Bsj4zhCQM4ylVzCZSBDyUnAxHKQqPxlJNXWS8lkpjar0YkuGSkeZPZQl850GyRzyEqg8fBDr1SjeaTZSGBGBSt+JGUr50MwZLZxl/Ur5zObp05phrOaUsvmMIEoz3Pe8m8p7P/mPBcpRH3aM5/TJKKghPlPIEWTNfW8JEEFWjdXOjRC3PSnRCcaUIryMm0PRado2onQjN5yobJrKD/7WdGSYtKjAL3oQBNqUZAuM6WSnN10DrpPjdITpUqiqRNJt6GIvpSkJx0p67CJSDke00PrZKlJldpMpLrtnUZlKkgr+tMmXlJKUs2qUM+4yqji1KotDaZWN8lTm/JTj2GFqE+nCtUx0u+rXK0LNwsJpTIVFKwmxSpcLZnWXLK1q26FTM8GS9jCGvawiP1NMakXwU6O9aNeaqz5AqvAWlKWgYo0KygBCz/JIk+OIixhZiF7U7KSMISTrGxnRwtTsZoytKglYfn+Zkvb2tr2trjNrW53y9vqJfa3wA2ucIfLm8XiE6gx9SxjV8tc1ToXs82F7hyZClsMVte6qbXmVhOmXOPCU1jdFSd0nytBy5Zyu7zDbni/O9nolte94DXvODU7wPWS8b3kjS9825vf9k53r+k9rXrtK9/xGvi9/0VvTq5LYNHu97OXxa90NYjcyEZYvwfGcIb5u2EIMzfB9IXghTmsYQmbuMQoJrF+icviFrv4xTbz7koBLMt8VjWuRQ0siEmrYG3S2Jt00zGF8aRThbL0xnzNa3bj6aT81LjCPa7pPZfs2Gt+ksdYznJK/8jaOz3pyXgNaoihHOQPDzlGHJVya6P+fNczcvm8Yw4zIf9KTCr78rFaljOeRfxhGPv5z4AGtIxFGmcc+3XPQH3zfPOs59IWOsltNTMMGW3oZD6po4sscl9N41QlKlq7j76ygIg65sUZ+ZtUi7Rqd7zmkUaUqtFZ6zZJnT4hT7rVIf4yLIOmpoLq2tN2Niai6ZTm2DX10so8KrKBnUg4UxrScx62m4MNGjr/uM3QrnOzF43rZ1/N2qYF7a3JHOpdXxvbnxv0W9l86kOfu927VPeQpJ1tdm/a2wsWL5PtvVTX8hvJAb7vvssN5M3SW9SjY6+w331vG4Ob4MQTeJX/7dKH49tv+p44xNFtbopTN+N3Zni/HX3/cTUnGuQL9zjDAQ7maSu82gdvOcIb/W95s7zgzLR4t/nManKXHHM3N3mYbb5GlwUd6EVH2jLFVdccO5jbXpa1yMUMOKmf9dWR7vlQm67yOPcxiGjN+pnPFS5Md13LZcf5ktI+Q6LHXO003zi861vggf987g5/u9DZ9fLjxv3uEz063k8uqEAb/vCIP6zfKw34kcu94T7nuc4j30/BQ37oGD17lpne8cc7Pt6Z9/xL0QprvXMc4zPW/M6T+W3TD16M8566ANlu7Mn/XfKuvzwVLf/5Kade9Lavt+oJT+jG857qq7898WeT+OY7//nFWbzwge9v6r+2rMYP/swZv2Xs/reJ83uffs73DP6dyrTJtM5+9dX/zfTzedWxnqv2Wy97tXC91h/uUNLCv32+Hn8/7pRcOjZ/Mkd/w4d553eA3Fd5BNh23kd5yheB4pd8LidH0HeBGJiBtiF9/deBBQh3EghpeqWAE8iAuadkCWh97aFpuoctLPh/FpZ/J3gaTvaB2mJqLeiBqOdVJJguWBdtOeF+EFiBAziDT2F1Btc298d+ZQZ/RuhGy8Z/YlJsr7eAsOeE9ZeFKih6I7iFTPiFxteFYEiB/teAzCZuAjZuIWiAoJeGbihxKhaHKeeFQ8hdI+Zh/eVhsdVgMFhzA3aHy/V0HRaIULeGned7fMhgXHCIh4PIgTZYe9qWiH8oiCcmhzCnhWE4iXkYiHsIiI4IgrvHWZtoc59WiYxod2TIhojoiShHiBOmiaA2hoa4g6zYd60oPxqYi7qYeL3Vi774i8AYjMI4jMRIPgEBADs=)the border cells do not need to be controlled, because Nessy cannot hide there (she is too big).

![1.gif](data:image/gif;base64,R0lGODlhpACoAPEAAAAAAIyMjP///wAAACH5BAAAAAAALAAAAACkAKgAAAL+lI+py+0Po5y02ouz3rwjAIbiSJbmiabqyrbuW34XMNcWfdsUXvGCPwFKhBEixPhAOpQMZlOWi/Z0O+qQ6lxkFdtEFzqVBrHWq3h8NlfF30Pb8P6Vi/MkOU3HH+v2sF+u1/eHNqhGuAbHt6TYEOcYuOjG+ATZOKlVSZmYicnJdflZmLcpuufpBYpaKgi4GulqeQp2ePgoK3lLikhraAurucs7KmyqS8x6/BpsyNybOpsc+9u5POxbXYyN3Jxd+4w7HRquqq0Mc46err7OvgLNfRQgP09fTw9gn2+Pr98fcA2PFcAh/vrxK7gPYb6B3Zzl+qEwYcR7E+99a7WLYbz+ivIOVvQ4UaMybw9BRjSpECVCkdIyXoTI8V9MmTFZAiM57sNMlQV5+rNJzWXJnURrXrwGVEtRjj4NHr2T083SjzufsnnZVF/WhVVzIcU6NWTXqBhxlmsU9uTYs0HNRmuSNuXat+KEkoXJNO5Kq3+SctHbc27Alm4Ho60J+Cdfu2yVIn7MdHHhYUESGxRMObM1sJCpGvWKpZ3o0aRLs3uneWPeziElO7y7VeLqyKCvDmWt9jPZr7dne6a9G2rjv7hF/ANRL3Zy15t7/7530KRyi7X7cvYNnWZyzA27Z/PrRW8Irdy3eRd4/XlyldPngQfHmC5x7NBRtu/I/Ht6sVz+kcv+mB96zvG3XUfSlTdSagLCltZ4xlGk23Co6TdgbvSlFKA5+1mo3kkZtvSeVLjJFaF8Ey4ooU4jroQgYQpqWCGJF+5VXXyGwbViYCXeWFctpv0IZJBBnphgEZaRt+OLN72Woogz6ghck2UxaaKKT/7U4pLnwchgjlgmuaWWFHZ55WVgmocmilU62aGMANY4WZg4lolklGtO2RyZbbJ4ZpFpciklXntC+WZwtulJ4KCKwUklj/MpaqadjhIJ4oZuJtoao3kGep92kGr1ITAhwnEkV326KGdQowqKKYeZGmpdjHzSuVCoqlo666e1ajomp6X+96qUvCHqarEY8ir+kJDKLsvsC5SK+SeqqfY4KXxxRgutn9i2Va0xjSqZrbTbUgsuub3eiee05HBa0rPclmvuuOveOSy77d5rr7fwztutvuq6y++m6K5KML7pygtwwP9a22+9A2MFMWwJT8zwvhT7izDGgD5sMMf5HqxtyOKKHG7J8W7cL8gjr2zyyS2vW3DHKb/h8MwRS4yzxiy/u7DOL19cs8UV96zyz0OTfKvMQvvMc8ZFJ53zxx5P3WzVVl8NwsVPu2w001w3vXNdMUc9tc1HI/112go7vbXWPowttdkfw1223FTfHPfSbZ9dqdJE063323jXHbjBgBfuN9owD2434WwLnrjibtv+KjbjiJN9+d58d62512tL7vksh/9t+eOTRx7256lvDnXepKMOdt+YZ+446LqMbjrsaoteeu6z+/4D1sIPb9rpvwNPr3C129558zQr33j0tGeOO/PVcw758db3vjp812PPPfis7z6+6uLDauP06r8+d/jnu759+cbDH3/7upMfuvz6Oz//8t3nD8CgsY9+/+ucAJEnvQHa7Xuxe1/yDkVAByawfvy7n/kaiMELVs6C/ZtgAbMXwQxqcIRAg976EHjCD36AeCxsYTo6mEIVIgtlMZRgDfGHEQbiUIfz4yEMFUg994nwh047IAX9Z0Pg+XB/FUTftY7oQRnaT3tSDCFRCb0nxB1msYdbJCIUB7hEADZRWCYE4g21GLUwjhGJaBSjGsNoxCqysY134yAT4VhGFJpxjxR0oR//6A4PCHKQhCykIQ+JyEQqcpGMbKQjHVkAADs=)For example,

where ***X***  represents a sonar, and the shaded cells are controlled by their sonar beams; the last figure gives us a solution.

**Input**

The first line of the input contains an integer, ***t***, indicating the number of test cases. For each test case, there is a line with two numbers separated by blanks, 6![$ \le$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=)***n***, ***m***![$ \le$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAfBAMAAAFvebAsAAAAKlBMVEXd3d2ZmZl3d3dVVVXu7u4zMzMRERGIiIhmZmb///9EREQAAAAiIiK7u7skVdoTAAAAAXRSTlMAQObYZgAAAGpJREFUGJVjmDmBAYhmg8mZDJUM2UBy5hQgexYQz4RhhpmTGWYASU6G2bvBXCiCyF4GkRM7weyZxJOaINIWxD4AFpnKCRafcROuZvfunSSaCQHoLI61EJZoA1SstAEhe6sXocPJEkMvpSwA2pCsIEUYe58AAAAASUVORK5CYII=)10000, that is, the size of the grid (***n*** rows and ***m*** columns).

**Output**

For each test case, the output should consist of one line showing the minimum number of sonars that verifies the conditions above.

**Sample Input**

**Sample Output**

4

4

12

3

6 6

7 7

9 13

# Problem (C)

### 12554 - A Special "Happy Birthday" Song!!!

There are *n* people (excluding myself) in my 30th birthday party. They sing the traditional "happy birthday" song:

Happy birthday to you! Happy birthday to you! Happy birthday to Rujia! Happy birthday to you!!!

Since I love music, I want to hear something more interesting, not that everyone sings together. Ah yes, I want one person to sing one word!

For example, there are three people: Mom, Dad, Girlfriend, I'd like them to sing like this:

Mom: Happy

Dad: birthday

Girlfriend: to

Mom: you

Dad: Happy

Girlfriend: birthday

Mom: to

Dad: you

Girlfriend: Happy

Mom: birthday

Dad: to

Girlfriend: Rujia

Mom: Happy

Dad: birthday

Girlfriend: to

Mom: you

Very nice, right? What if there are more than 16 people? That's easy: repeat the song until everyone has sung at least once :)

Please, don't stop in the middle of the song.

**Input**

There is only one test case. The first line contains a single integer *n* (1<=*n*<=100). Then each of the next n lines contains a capitalized name (i.e. one upper-case letter followed by zero or more lower-case letters). Each name contains at most 100 characters and do not have whitespace characters inside.

**Output for the Sample Input**

Mom: Happy

Dad: birthday

Girlfriend: to

Mom: you

Dad: Happy

Girlfriend: birthday

Mom: to

Dad: you

Girlfriend: Happy

Mom: birthday

Dad: to

Girlfriend: Rujia

Mom: Happy

Dad: birthday

Girlfriend: to

Mom: you

**Output**

Output the song, formatted as above.

**Sample Input**

3

Mom

Dad

Girlfriend

Problem (D)

### 11616 - Roman Numerals

**The Problem**

A Roman numeral consists of a set of letters of the alphabet. Each letter has a particular value, as shown in the following table:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Letter | I | V | X | L | C | D | M |
| Value | 1 | 5 | 10 | 50 | 100 | 500 | 1000 |

Generally, Roman numerals are written in descending order from left to right, and are added sequentially. However, certain combinations employ a subtractive principle. If a symbol of smaller value precedes a symbol of larger value, the smaller value is subtracted from the larger value, and the result is added to the total. This subtractive principle follows the next rules:

* "I" may only precede "V" and "X" (e.g., IV=4).
* "X" may only precede "L" and "C" (e.g., XC=900).
* "C" may only precede "D" and "M".
* "V", "L" and "D" are always followed by a symbol of smaller value, so they are always added to the total.

Symbols "I", "X", "C" and "M" cannot appear more than three consecutive times. Symbols "V", "L" and "D" cannot appear more than once consecutively.

Roman numerals do not include the number zero, and for values greater or equal than 4000 they used bars placed above the letters to indicate multiplication by 1000.

You have write a program that converts from Roman to Arabic numerals and vice versa. Although lower case letters were used in the Middle Ages, the Romans only used upper case letters. Therefore, for the Roman numerals we only consider upper case letters.

**The Input**

The input consists of several lines, each one containing either an Arabic or a Roman number *n*, where 0 < *n* < 4000.

**The Output**

For each input line, you must print a line with the converted number. If the number is Arabic, you must give it in Roman format. If the number is Roman, you must give it in Arabic format.

**Sample Input**

**Sample Output**

25

IV

CMXLII

1983

XXV

4

942

MCMLXXXIII

# Problem (E)

### 11849 – CD

Jack and Jill have decided to sell some of their Compact Discs, while they still have some value. They have decided to sell one of each of the CD titles that they both own. How many CDs can Jack and Jill sell?

Neither Jack nor Jill owns more than one copy of each CD.

### Input Specification

The input consists of a sequence of test cases. The first line of each test case contains two non-negative integers N and M, each at most one million, specifying the number of CDs owned by Jack and by Jill, respectively. This line is followed by N lines listing the catalog numbers of the CDs owned by Jack in increasing order, and M more lines listing the catalog numbers of the CDs owned by Jill in increasing order. Each catalog number is a positive integer no greater than one billion. The input is terminated by a line containing two zeros. This last line is not a test case and should not be processed.

### Sample Input

3 3

1

2

3

1

2

4

0 0

### Output Specification

For each test case, output a line containing one integer, the number of CDs that Jack and Jill both own.

### Output for Sample Input

2

Problem (F)

### 10921 - Find the Telephone

In some places is common to remember a phone number associating its digits to letters. In this way the expression **MY LOVE** means **69 5683**. Of course there are some problems, because some phone numbers can not form a word or a phrase and the digits **1** and **0** are not associated to any letter.

Your task is to read an expression and find the corresponding phone number based on the table below. An expression is composed by the capital letters (**A-Z**), hyphens (**-**) and the numbers **1** and **0**.

|  |  |
| --- | --- |
| Letters | Number |
| ABC | 2 |
| DEF | 3 |
| GHI | 4 |
| JKL | 5 |
| MNO | 6 |
| PQRS | 7 |
| TUV | 8 |
| WXYZ | 9 |

**Input**

The input consists of a set of expressions. Each expression is in a line by itself and has **C** characters, where **1 ≤ C ≤ 30**. The input is terminated by enf of file (EOF).

**Output**

For each expression you should print the corresponding phone number.

**Sample Input**

1-HOME-SWEET-HOME

MY-MISERABLE-JOB

**Sample Output**

1-4663-79338-4663

69-647372253-562

# Problem (G)

### 401 - Palindromes

A regular palindrome is a string of numbers or letters that is the same forward as backward. For example, the string "ABCDEDCBA" is a palindrome because it is the same when the string is read from left to right as when the string is read from right to left.  
A mirrored string is a string for which when each of the elements of the string is changed to its reverse (if it has a reverse) and the string is read backwards the result is the same as the original string. For example, the string "3AIAE" is a mirrored string because "A" and "I" are their own reverses, and "3" and "E" are each others' reverses.

A mirrored palindrome is a string that meets the criteria of a regular palindrome and the criteria of a mirrored string. The string "ATOYOTA" is a mirrored palindrome because if the string is read backwards, the string is the same as the original and because if each of the characters is replaced by its reverse and the result is read backwards, the result is the same as the original string. Of course, "A", "T", "O", and "Y" are all their own reverses.

A list of all valid characters and their reverses is as follows.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Character | Reverse | Character | Reverse | Character | Reverse |
| A | A | M | M | Y | Y |
| B |  | N |  | Z | 5 |
| C |  | O | O | 1 | 1 |
| D |  | P |  | 2 | S |
| E | 3 | Q |  | 3 | E |
| F |  | R |  | 4 |  |
| G |  | S | 2 | 5 | Z |
| H | H | T | T | 6 |  |
| I | I | U | U | 7 |  |
| J | L | V | V | 8 | 8 |
| K |  | W | W | 9 |  |
| L | J | X | X |  |  |

**Note** that O (zero) and 0 (the letter) are considered the same character and therefore **ONLY** the letter "0" is a valid character.

**Input**

Input consists of strings (one per line) each of which will consist of one to twenty valid characters. There will be no invalid characters in any of the strings. Your program should read to the end of file.

**Output**

For each input string, you should print the string starting in column 1 immediately followed by exactly one of the following strings.

|  |  |
| --- | --- |
| STRING | CRITERIA |
| " -- is not a palindrome." | if the string is not a palindrome and is not a mirrored string |
| " -- is a regular palindrome." | if the string is a palindrome and is not a mirrored string |
| " -- is a mirrored string." | if the string is not a palindrome and is a mirrored string |
| " -- is a mirrored palindrome." | if the string is a palindrome and is a mirrored string |

**Note** that the output line is to include the -'s and spacing exactly as shown in the table above and demonstrated in the Sample Output below.

In addition, after each output line, you must print an empty line.

**Sample Input**

NOTAPALINDROME

ISAPALINILAPASI

2A3MEAS

ATOYOTA

**Sample Output**

NOTAPALINDROME -- is not a palindrome.

ISAPALINILAPASI -- is a regular palindrome.

2A3MEAS -- is a mirrored string.

ATOYOTA -- is a mirrored palindrome.

# Problem (H)

# 11498 - Division of Nlogonia

![http://uva.onlinejudge.org/external/114/p11498.png](data:image/png;base64,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)Nlogonia was divided into four independent territories ,using *division point*, in the following way. Two lines, both containing the division point, one in the North-South direction and one in the East-West direction, would be drawn on the map, dividing the land into four new countries. Starting from the Western-most, Northern-most quadrant, in clockwise direction, the new countries will be called Northwestern Nlogonia, Northeastern Nlogonia, Southeastern Nlogonia and Southwestern Nlogonia.

**The Input**

The input contains several test cases. The first line of a test case contains one integer *K* indicating the number of queries that will be made (*0 < K ≤ 103*). The second line of a test case contains two integers *N* and *M* representing the coordinates of the division point (*-104 < N, M < 104*). Each of the *K* following lines contains two integers *X* and *Y* representing the coordinates of a residence (*-104 ≤ X, Y ≤ 104*).

The end of input is indicated by a line containing only the number zero.

**The Output**

For each test case in the input your program must print one line containing:the word divisa (means border in Portuguese) if the residence is on one of the border lines (North-South or East-West);

* NO (means NW in Portuguese) if the residence is in Northwestern Nlogonia;
* NE if the residence is in Northeastern Nlogonia;
* SE if the residence is in Southeastern Nlogonia;
* SO (means SW in Portuguese) if the residence is in Southwestern Nlogonia.

**Sample Input**

**Sample Output**

NE

divisa

NO

divisa

NE

SO

SE

3

2 1

10 10

-10 1

0 33

4

-1000 -1000

-1000 -1000

0 0

-2000 -10000

-999 -1001

0

# Problem (I)

### 484 - The Department of Redundancy Department

Write a program that will remove all duplicates from a sequence of integers and print the list of unique integers occuring in the input sequence, along with the number of occurences of each.

**Input**

The input file will contain a sequence of integers (positive, negative, and/or zero). The input file may be arbitrarily long.

**Output**

The output for this program will be a sequence of ordered pairs, separated by newlines. The first element of the pair must be an integer from the input file. The second element must be the number of times that that particular integer appeared in the input file. The elements in each pair are to be separated by space characters. The integers are to appear in the order in which they were contained in the input file.

**Sample Input**

3 1 2 2 1 3 5 3 3 2

**Sample Output**

3 4

1 2

2 3

5 1

Problem (J)

6772. Happy Coins (HC) SPOJ

A line of coins are given, some belongs to lxh while others belongs to hhb. Now the two guys are about to play a game.

In every round of game, each player can select any two consecutive coins and change them into one coin, if the two coins belongs to the same person, the new one will be gained to hhb, or else it will belongs to lxh.

The two guys take turns playing this game, lxh always play first.

The game runs round by round.

You can easily make sense that we will get only one coin at the end of game. Now the question is, suppose the two players perform optimally in the game, which person does the final coin belongs to?

### Input

The first line of the input contains one integer *T*, which indicate the number of test cases.

Following each test, the first line contains an integer *N* (*N* ≤ 105), the number of coins. Following *N* lines, each line contains a name, lxh or hhb, the name of whom this coins belongs to.

### Output

For each case, output a line contains the name of whom the final coin belongs to.

### Sample Input

1  
2  
lxh  
hhb

### Sample Output

lxh